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Abstract

In this internship report we consider the objective of satisficing in reinforcement learning
(RL) problems. Instead of aiming to find an optimal strategy (policy), the learner is content
with a policy whose average reward is above a given satisfaction level. We study this objective
under two RL settings: multi-armed bandits and Markov decision processes (MDP). The greater
part of this report consider the multi-armed bandit setting. We provide algorithms and analysis
for the realizable case when such a satisficing policy exists as well as for the general case when
this may not be the case. Introducing the notion of satisficing regret, our main result shows
that in the general case it is possible to obtain constant satisficing regret when there is a
satisficing arm (thereby correcting a contrary claim in literature), while standard logarithmic
regret bounds can be re-established otherwise. Experiments illustrate that our algorithm is
not only superior to standard algorithms in the satisficing setting, but maybe surprisingly also
competitive in the classic bandit setting. We then consider the MDP setting and propose a
metric for the evaluation of satisficing algorithms. We analyze an algorithm extending our
results on multi-armed bandits to MDPs with deterministic transitions, and provide preliminary
considerations toward the general case.
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1 Introduction

Reinforcement learning(RL) is the training of machine learning models to make a sequence of
decisions. The agent learns to achieve a goal in an uncertain and potentially complex environment.
The usual case of use for reinforcement learning is the following setting: an agent is able to observe
its environment and chooses an action to perform from a given set. The agent then receives a reward
based on the consequences of its action on the environment, the new state of the environment can
be observed and the cycle starts again. A reinforcement learning agent employs trial and error in
order to learn about its environment and come up with an optimal sequence of actions, a policy, to
maximize its reward.

In particular, we are interested here in the setting in which we want to maximize the total reward
collected from the agent since the beginning of its training. In this setting the exploration of the
environment has a cost since we miss potential rewards, so one may want to focus on promising
actions that lead to high rewards. However, the agent should be careful to not leave aside other
actions at the risk of missing out a potential optimal solution to the problem. The previous sentences
illustrate the exploration versus exploitation dilemma, which is a central aspect in the design of
reinforcement learning algorithms.

The concept of satisficing is related to the notion of bounded rationality which was introduced
by [Simon| [1956] as a more realistic model to understand animal behaviors, in particular human
ones. As our capacity to analyze a situation is limited and every action we make has a cost, either
in time or energy, it may be unreasonable to try to optimize our solution to each complex tasks.
This model introduces a satisfaction level above which an individual will be satisfied, will consider
the situation to be sufficient and cease to look for a better solution, thus avoiding additional costs
related to the exploration of other actions.

One of the reasons why reinforcement learning is in general difficult is that finding an optimal
policy requires a lot of exploration. This is especially true with the increasing scale and complexity
of the environments to which we want to apply RL, such as worldwide recommendation systems or
autonomous vehicle driving. In practice, however, we do not need to find the very optimal solution
to a problem, and we are often happy to perform a task just good enough. For example, when
driving to work we will be content with a strategy that will let us arrive just in time and safely,
while the computation of a policy that is ‘optimal’ in some sense (e.g., along the shortest route, or
as fast as possible) may be prohibitive. Accordingly, it is to be expected that when considering a
satisficing objective aiming to find a solution that is above a certain satisfaction level it is possible
to learn a respective policy much faster.

Multiple models have been developed in order to model the environment in which an RL agent
evolves. In this study, we consider two different models. The first one is the multi-armed bandit
(MAB) setting. The name of this model refer to the slot machines (also called one-armed bandits) in
a casino. The agent is the player who want to maximize its gains while playing the machines infinitely
many times (in our case). Each machine is associated to a certain reward distribution unknown to
the player. At each step, the player can choose to pull the arm of one of the machine and observe
the gain (or loss) from its action. This setting has been intensively studied and extended through
the years since, despite its simplicity, it can be applied to a wide range of real world problems. The
second model we consider is the Markov decision process (MDP) setting. This model is more general
than MABs in the sense that each action can now change the state of the environment according to
stochastic transition rules (unknown to the agent) and thus the results of subsequent choices. This
setting is very powerful and became a standard model for most of the environments of RL problems.



While there are some connections to multi-criterion RL [Roijers et al|, [2013], there is hardly any
literature on satisficing in RL, with a few exceptions for the MAB setting. [Kohno and Takahashi
[2017] and |[Tamatsukuri and Takahashi [2019] propose simple index policies, which are experimentally
evaluated. [Tamatsukuri and Takahashi| [2019] also show that the suggested algorithm converges to
a satisficing arm and that the regret is finite if the satisfaction level is chosen to be between the
reward of the best and the second-best arm. [Reverdy et al|[2017] consider a more general Bayesian
setting, which also considers the learner’s belief that some arm is satisficing. The notion of expected
satisficing regret is introduced that measures the loss over all steps where a non-satisficing arm is
chosen and the learner’s degree of belief in the chosen arm was below some level § € [0,1]. For 6 =0
this coincides with our notion of satisficing regret introduced below. Reverdy et al.|[2017]| present
various bounds on the expected satisficing regret, including lower bounds as well as upper bounds
for problems with Gaussian reward distributions when using adaptations of the UCL algorithm
|[Reverdy et al., [2014]. The given bounds for the case § = 0 that correspond to our setting will be
discussed later.

Also related to our paper, Kano et al.| [2019] consider the problem of identifying all arms above
a given satisfaction level and derive sample complexity bounds for the pure-exploration setting
with fixed confidence. Related sample complexity bounds can be found in Mason et al.[[2020] for
identification of all e-good arms. Closer to our setting is the problem of identifying an arbitrary
arm among the top m arms, for which sample complexity bounds are derived by |Chaudhuri and
Kalyanakrishnan| [2017]. A follow-up paper |[Chaudhuri and Kalyanakrishnan, [2019] considers the
sample complexity of the more general problem of identification of any k of the best m arms. None
of these latter investigations however considers the online learning setting with regret as performance
measure as we do.

Investigating also the MAB setting, in this paper we introduce the notion of satisficing regret
that measures the loss with respect to a given satisfaction level S. We first consider the realizable
case, where this level can be satisfied. In this setting, quite a simple algorithm can be shown to have
constant satisficing regret (i.e., no dependence on the horizon T'). For the general setting we provide
an algorithm that is able to extend on this result, giving constant satisficing regret in the realizable
case, while obtaining logarithmic bounds on the ordinary regret with respect to the optimal arm as
for classic MAB algorithms such as UCB1 |Auer et al., [2002]. Experiments not only confirm our
theoretical findings but also show that our algorithm is competitive even in the standard setting.
In the second part of this report, we present some preliminary results for satisficing in the more
general setting of Markov decision processes.

2 Satisficing for Multi-armed Bandits

2.1 Setting

We consider the standard multi-armed bandit (MAB) setting with a set of K arms given, in
the following denoted as [1, K] := {1,2,...,K}. In discrete time steps t = 1,2,... the learner
picks an arm A, = i from [1, K] and observes a random reward r;, drawn from a fixed reward
distribution specific to the chosen arm ¢ with mean p;. In the following we assume that the reward
distributions for each arm are sub-Gaussian. This is e.g. guaranteed when the reward distributions
are bounded, which is a common assumption in the bandit setting. Additionally, we assume that
the reward distributions are 1-sub-Gaussian for the sake of readability of the proofs. In particular,
this assumption holds for random variables bounded to the interval [0, 1].



The usual performance measure for a learning algorithm in the MAB setting is the (pseudo-)regret

after T steps, defined as
T

Ry =) (1 — pa,),
t=1
where p, := max; u; is the maximal mean reward of all arms. The regret can be interpreted as the
average loss in earning by using the algorithm instead of only choosing the optimal action (which is
unknown) at each step. Another way to see it is as the cost incurred by the choice of a suboptimal
action over the optimal one.

In the satisficing setting however, we only care about whether an arm with mean reward > S is
chosen, where S is the level of satisfaction we aim at. Accordingly, we modify the classic notion of
regret and consider what we call the satisficing (pseudo-)regret with respect to S (short S-regret)
defined as

T
Rﬁqﬂ = ZmaX{S — MA”O}-
t=1
This definition reflects that we are happy with any arm having mean reward > S and that there
is no benefit in overfulfilling the given satisfaction level S. Note that the S-regret will be linear
in T whenever there is no satisficing arm with mean reward > S, that is, if pu, < 5. As already
mentioned, a more general notion of regret that coincides with S-regret in our particular setting has
been suggested by [Reverdy et al|[2017].

2.2 The Realizable Case

We start with the realizable case when p, > S. The main goal of this section is to show that suitable
algorithms will have just constant S-regret in this case. Note that this does not hold for standard
algorithms like UCB1 [Auer et al.,2002|. Lower bounds show that these algorithms will choose a
%) times. This of course also holds for any arm below the satisfaction
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level S giving a contribution to the overall S-regret of Q(

2.2.1 Simple Algorithm

We start with a simple algorithm shown as Algorithm [I] It plays the empirical best arm so far if its
empirical mean reward is > S and explores uniformly at random otherwise. In the following, the
empirical reward for arm ¢ available at step t (i.e., before choosing the arm A;) is denoted by [i;(t).

Algorithm 1

Require: K, S
1: Play each arm once, i.e., for time steps t = 1,..., K play arm A; = t.
2: for time stepst =K +1,... do
3: if Jig;(t) > S then

4 Play At < argmax;cpy g fi(t)-

5 else

6: Choose A; uniformly at random from [1, KJ.
7 end if

8: end for




Analogously to the ordinary MAB setting where the gaps A; := u, — y; to the optimal arm
appear in bounds on the (classic) regret, when satisficing the gaps A? = S — y; for non-satisficing
arms are important parameters describing the difficulty of the problem. Indeed, one can show the
following bound on the S-regret.

Theorem 1. If S < p, then Algorithm[]] satisfies for all T > 1
2 2A7
S S 9
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For the proof we shall need the following result that follows by our assumption of 1-sub-Gaussianity
and a Chernoff bound.

Lemma 1. Let fi;,, be an empirical estimate for p; computed from n samples. Then for all e > 0

and each i € [1, K7,
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Proof of Theorem[1l Let i be the index of a non-satisficing arm. In the following we decompose
the event that arm 4 is chosen at some step ¢. To do that we introduce the event Z; := {Vj €
[1, K], i1i(t) < S} that all arms have empirical estimates below S, when the algorithm chooses an
arm randomly according to line [f] of the algorithm. Then we have

For the first two events we have

T
Y Pt=i)<1 (2)

and
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Rewriting the probability of the third event in , using * to refer to an arbitrary optimal arm, we
obtain
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Now summing over the time steps up to T yields
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Finally writing
T
t=1

for the number of times arm i was pulled up to step T, we can combine f to obtain

S ATE(m(T)) =
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The algorithm as well as the analysis are adaptations from [Bubeck et al.| [2013| where ordinary
regret bounds for the MAB setting are considered under the assumption that the learner knows
the value of p, as well as (a bound on) the gap A between the optimal and the best suboptimal
arm. The crucial insight is that what is actually needed in order to apply algorithm and analysis
of Bubeck et al[[2013] is to have a reference value p that separates the optimal from suboptimal
arms, that is, p. > p > p; for all suboptimal arms ¢. In our case this reference value is given by the
satisfaction level S, which in the realizable case separates the good arms from the bad ones. Note
that for this we need to have S < u., so that the special case S = u, does not give constant regret.

Remark. The constant regret bound of Theorem [If not only improves over the logarithmic
bounds given by Reverdy et al.|[2017], it also is not consistent with a claimed lower bound that
is also logarithmic in the horizon (not mentioned in the corrections |[Reverdy et all, 2021]). This
bound is obtained by application of a lower bound for the multiple play setting [Anantharam et al.,
1987|, where at each step m arms are chosen by the learner, who hence has to identify the m best
arms. The given proof chooses m to be all arms above the given satisfaction level S. However, the
lower bound is obviously not directly applicable to the satisficing setting: not all arms above the
satisfaction level have to be found, but a single one is sufficient.



2.2.2 Exploration based on a potential function

Bubeck et al.[[2013] also provide another algorithm with a more refined approach for exploration,
that we adapt here to the satisficing setting. The respective algorithm shown as Algorithm [2] uses a
potential function 1 : [0,00) — RT that is assumed to be differentiable and increasing.

Algorithm 2

Require: K, S, T
1: Play each arm once, i.e., for time steps t = 1,..., K play arm A; = t.
2: for time stepst =K +1,...,T do

3: if Jig;(t) > S then
4: Play A < argmax;cpy g fi(t)-
5: else
6: Choose randomly an arm according to the probability distribution defined by
K
1 1
Dit = — , where a = _—
a X (|5 — fu(t)]) ;w(ls—ﬂj(t)l)

7: end if
8: end for

Theorem 2. Let 1) : [0,00) — RT be a differentiable and increasing function. If p. < S then
Algorithm[g satisfies for all T > 1,

8 A7 [ 24(0) oo 9yl (x) )
R} < AP+ — ae ( — 7 _d 5
' i:Azi:Sx) < ! A7 i IZJ(A?i ) (A2)? +/o I ‘ )

The proof of Theorem [2] can be found Appendix [A] Choosing the potential function to be
Y(x) = 2? as suggested by Bubeck et al. [2013] yields e.g. a bound similar to that of Theorem

that is,
8 A7 vz

As pointed out by Bubeck et al.|[2013] other choices may give improved bounds. Another particular
potential function is ¢(x) = ex that gives a distribution similar to the one of the Softmax algorithm.

2.3 The General Case

Now let us consider the general case where it is not guaranteed that the chosen satisfaction level S is
realizable, that is, it may happen that S > p.. Then contrary to the realizable case the satisfaction
level S does not give the learner any useful information so that we cannot hope to perform better
than in an ordinary MAB setting. Obviously the S-regret will be linear, but we aim at getting
bounds on the (classic) regret. On the other hand, if there is at least one arm above the satisfaction
level S, we would like to re-establish constant bounds on the S-regret as in the realizable case.
For the general setting we propose Algorithm [3] It uses a more refined approach for exploitation.
Instead of just deciding based on the empirical estimate ji; of each arm i, it considers for each arm



a confidence interval defined by the two values (the first one being similar to the classical value
suggested for the UCBL1 algorithm of |Auer et al.| [2002])

where 3;(t) = 4/ % with f(t) = 1+ tlog?(t).

The upper confidence bound of arm 7 is chosen such that the expected reward of the arm is below
the bound with high probability and the range of the confidence interval decrease as the number of
samples increase. More formally, we deduce from Lemma [I| that

. 1
P(fi(t) > UCB,(t)) < f(t)

The lower confidence bound is chosen in a similar fashion. UCB1 algorithm of |Auer et al.|[2002]
implements the paradigm of optimism in the face of uncertainty. At each time step, the chosen arm is
one with the highest plausible expected reward (ie. the highest upper confidence bound). In addition,
the degree of confidence ﬁ is increased overtime in order to avoid getting stuck on a suboptimal
arm after a few unlucky samples of the optimal arm. This increasing level of confidence leads to
the sampling of suboptimal arms infinitely many times in order to confirm previous observations
and decrease their upper confidence bounds. This behavior should to be avoided in the satisficing
setting while keeping the increasing level of confidence to avoid not satisfying arms.

The algorithm [3] chooses the arm for which the largest share of this confidence interval is above
the satisfaction level S (cf. line [4] of the algorithm) provided that the upper confidence bound UCB;
of some arm 7 is at least S. Otherwise, if all arms appear to be below the satisfaction level, the
algorithm chooses an arm according to UCBI1, that is, an arm ¢ maximizing UCB;.

Algorithm 3

Require: K,S,T
1: Play each arm once, i.e., for time steps t = 1,..., K play arm A; = ¢.
2: for time stepst =K +1,...,T do
3: if 3i UCB,(¢) > S then

4: Choose 7 € argmax { UCBj(t)_I?’EE)S’ LCB; (t)} }
j€lL.K] !
5: else
6: Play arm A; < argmax UCB;(¢) .
Jjelt,K]
7 end if
8: end for

The following two theorems show that Algorithm [3]is able to achieve constant S-regret if p, > S,
while the regret is bounded as for UCB1 otherwise [Auer et al.| 2002].

Theorem 3. If 1, > S then Algorithm[3 satisfies for all T > 1,

2 TAS
RE< Y (Af+§+w).

i:A,L-S>0



Proof. As before we write the S-regret as
k
Ri= ) E(n(I)A}
i:Ais>0

and proceed bounding E(n;(T")) = Zle P(A; = i) for all non-satisficing arms i. Thus let ¢ be the
index of a non-satisficing arm. Defining G; = {Vj € [1, K] ,UCB,(t) < S} to be the event that all
arms are emprically below the satisfaction level, we decompose the event {A; = i} as

U{dy =i, 0;(t) < S;t > K, G} U{A, =i, 0(t) < S,t > K,Gf}. (7)

For the first two events we have

T
Y Pt=i)<1 (8)

and

< .
1-— e_(AE)Z h (AF)?

For bounding the probability of the fourth event of @, we claim that A; =i and 35 € [1, K]
such that UCB;(¢) > S implies that

1 = argmax
J

{UCBj(t) — max{S, LCB;(t)} }
pi(t) .

Indeed, we have
UCB;(t) — max{S, LCB;(¢)} < UCB.(t) — max{S, LCB.(¢)}
Bi(t) - Ba(t) ’

so that if fi;(¢t) < S then also fi.(t) < S as otherwise the term on the left hand side of would
be < 1 and the term on the right hand side > 1. Hence, similar as before we obtain

(10)

T T
> P(Ay =i u(t) < St > K, Gf) <Y P(Ar =1, fu(t) < S)
t=1 t=1
L 2
< ZP(ﬂ*n <9) < [ASEE (11)

n=1



Finally, the probability of the third event of is bounded by the probability of G; so that

[M]=

T T
> P(A =i, fu(t) < St > K,Gy) <> P(Gy) =Y P(Vj € [1,K],UCB,(t) < S)

t=1

< S B(UOB.(0) <) = S B(iult) < e~ (451 5.(0)

t;l =1
ORI CEPRCEEE)

Tt e v
Lo < N mE

The last inequality is obtained by observing that Zt fi) 1+ ZtT=2 m and then bounding

the sum with an integral.

Finally, by putting everything together, we obtain from equations (7)), (8), (9), (1), and
the claimed result

TAY
RS = Z AP E(ni(T)) < Z (Af A2$'+|AS|2) -

:AF>0 :AF>0

Remark. Instead of choosing the arm whose share of confidence interval above S is maximal
one may consider simpler ways to choose an arm empirically above S. Actually our analysis goes
through as long as it holds that if 4 is chosen in the fourth event of it holds that fi.(t) < S.
Thus, it would be for example sufficient if an arm having maximal empirical mean reward is chosen.
Another alternative policy for which the bound of Theorem [3] holds would be to employ UCB1
to choose among the arms with empirical mean reward above the satisfaction level. We will see
that Algorithm [3| empirically outperforms these simpler alternatives. However, in our analysis we
were not able to prove regret bounds (which always consider the worst case) confirming this also
theoretically.

Theorem 4. If 1, < S then Algorithm[3 satisfies for all T > 1

5 20 7l 1)
Rr< Y inf Ai<1+52+ (log f(T) + v/mlog F(T) + ) (13)

i:a0 S€ (02D (A; —¢)?
Furthermore,
2
lim su 14
T~>oop log it Azl:>0 z ( )
Thus, for a constant C > 0 it holds that
<C ( log T)> .
:A; >0 7’

10



Proof. The proof can be done analogously to that of Theorem 8.1 from [Lattimore and Szepesvari
[2020] (deriving regret bounds for UCB). We start with the standard regret decomposition

Rr= Y E(m(T)) A

©:A; >0

In the following, we bound for each suboptimal arm i the number of times n;(7T) it is played. Note
that arm ¢ is only chosen if either

fii(t) + Bi(t) = fu(t) + Bu(t)  or  fu(t) + Bit) = S

Accordingly, we can decompose the event A; = i using some arbitrary but fixed € € (0, A;) as

{At:i}C{At:iandﬂ*()—i—ﬁ*()<u*—5}U{At=iandﬂ*()+ﬁ* > pe — e}

U{At:zand Mi(t)‘f'ﬁi(t)?ﬂ*()‘i'ﬁ* [ — €}
U{A; =i and fi.(t) + Bu(t) = ps — € and ,u,;( )+ﬂi( )= S}

C{(t) + Bult) < pu — €}
U {At =i and [;(t) + Bi(t) = s — 5}7

where the last inclusion is due to the assumption that p, < .S. It follows that

T T
Z{u* )+ Bu(t) Spr—e} + > T{A; =i and jii(t) + Bi(t) > p. — e}

t=1

The obtained decomposition is the same as the one in the proof of Theorem 8.1 from |[Lattimore and
Szepesvari [2020] and the very same arguments can be used to finish the proof of (13). The second
part of the theorem, that is eq. , follows by choosing € = log_l/ 4(T) and taking the limit as T'
tends to infinity. O

2.4 Experiments

We compared our Algorithm [3] to standard bandit algorithms in order to show that the latter keep
accumulating S-regret, while Algorithm [3|sticks to a satisficing arm after finite time, thus confirming
the results of Theorem [3] We started with comparing Algorithm 3 to UCB1 [Auer et al., 2002] in a
setting with 20 arms and normally distributed rewards with standard deviation 1 and the mean
reward of arm ¢ set to i2;0 The satisfaction level was set to 0.8. Figure |1{ shows the results with
. 1a) depicting a showcase run illustrating that Algorithm I 3| soon focuses on a satisficing arm, while
UCBI keeps exploring. Figure [ID] gives the S-regret averaged over 50 runs. Although the latter in
general is smaller than classic regret, UCB1 suffers growing S-regret due to ongoing exploration
of arms below the satisfaction level. Figure [ID] also compares Algorithm [3] to variants that use a
different criterion for choosing among empirically satisficing arms. That is, instead of using the
fraction index in line [4 of Algorithm [3] we consider using UCBI for choosing an arm or pick the arm
having the highest empirical mean, respectively. We see in Figure that the original version of

Algorithm 3 works best.

11
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Figure 1: Experiments with Gaussian bandits comparing Algorithm [3|to UCBI.
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Figure 2: Experiments with Bernoulli bandits comparing Algorithm 3 to classic bandit algorithms.

Next, we considered Bernoulli distributed rewards and added Thompson sampling
\ and e-greedy ﬂAuer et a1.|, |2002[| to the comparison. For e-greedy we chose ¢; := at each
step ¢, while we used a version of Thompson sampling adapted to Bernoulli rewards, using Beta
distributions for the estimate. Further, for UCB1 we halved the bonus term for focusing more on
exploitation. Figure [2] shows that Algorithm [3]is still the only one giving constant S-regret. Not
surprisingly, if the number of arms is raised from 20 to 200, S-regret increases. However, maybe
with the exception of Thompson sampling the classic bandit algorithms seem to suffer more from
the increase of the number of arms.

12
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Figure 3: Experiments for the not realizable case when S > p,.

Finally we also had a look at the not realizable case when the satisfaction level is chosen above
t«. For this we used the same setup as before but chose S =1 > pu, = ;—g. Here the regret of
the variants of Algorithm [3]is practically the same as for UCB1. Surprisingly, figure [3] shows that
Algorithm [3] itself is superior to UCB1 for a long time, until the regret curve finally joins that of

UCBL.

3 Satisficing for Markov Decision Processes

3.1 Setting

We now consider Markov decision processes (MDP) with finite state space S and finite action space
A (their respective sizes are S and A). In an MDP M, a learner needs to choose an action a to
execute from its current state. When executing action a in state s, the learner receives a random
reward drawn independently from some distribution. Then, according to the transition probabilities
p(s']s,a), a random transition to a state s’ € S occurs. As in the multi-armed bandits case, we will
consider that the reward distributions are subgaussians.

The strategy followed by the decision maker is called a policy. In particular, a stationary policy
7 specifies for each state s € S the action to execute 7(s) € A independently of the current time
step as well as the previously chosen actions and their outcomes.

We can define the accumulated reward of an algorithm 2 after T steps in an MDP M with initial
state s as

T
R(M7Q’[7S7T) = ZTt
t=1

where r; is the random reward obtained at step t after playing action a; chosen by the algorithm.
When it exists, the average reward of the process is

1
p(M,2,s) := lim TIE[R(M,Q[,S,T)]

T—o0
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This value can be maximized by an appropriate stationary policy 7 : S — A in place of the algorithm
2. In the following we only consider stationary policies.

Furthermore, we assume the MDP to be communicating which is usually the most general case
considered in the regret analysis of reinforcement learning algorithm such as UCRL2 |Jaksch et al.
[2010].

Definition 1. An MDP is communicating if for every states i,j there exists a deterministic policy
7, which may depend on i and j, such that in the Markov chain induced by 7 the state j is accessible
from state i.

This condition ensures, in particular, that no parts of the MDP are made inaccessible from
previous choices, which may otherwise lead to linear regret. This also implies that there exists an
optimal stationary policy with an average reward p* independent of the initial state [Puterman)
1994]. Thus, we can set

p (M) :=p*(M,s) = mgxp(M,ﬂ,s).

For an MDP M, the standard definition for the total regret of A after T steps is
A(M,A, s, T) :=Tp* (M) — R(M, 2, s).

As for the MAB, we consider satisficing in mean reward. However, in the MDP setting, it seems
too restrictive to consider an individual action as being satisfying. It is more natural to consider
that playing a policy with an average reward above a certain level is sufficient, even if some of its
actions lead to rewards below the satisfaction level.

Definition 2. A policy 7 is satisfying for the MDP M and the initial state s with respect to the
satisfaction level o if p(M, 7, s) > o.

A policy w is satisfying for the MDP M with respect to the satisfaction level o if the previous
condition holds for every initial states.

This definition is consistent with the one used for the MAB setting. Indeed, a K-armed bandit
can be seen has an MDP with a unique state and K actions looping back to the original state,
so choosing a stationary policy is nothing more than choosing an arm to play at every step. The
average reward of the policy is exactly the average reward of the arm played.

As the notion of satisfaction is now related to a policy, the satisficing regret cannot be adapted
from the standard regret definition as we did before in the MAB setting. Indeed, playing only
a satisfying policy may lead to an expected total regret linear in the number of steps, as some
unsatisfying action can be played infinitely often while keeping an average reward above the
satisfaction level. Some MDPs have satisfying policies but no policy without unsatisfying actions.
We need to develop alternative metrics for the evaluation of a satisficing algorithms. A first idea
is to divide a run of the algorithm into multiple time intervals of a given size and computing the
difference between the average observed reward during a time interval and the satisfaction level. One
could also consider a definition derived from the (standard) regret in which we replace the reward of
the current action by the average reward of the policy currently played. Both these metrics require
arbitrary choices and may not be suited to compare objectively different RL algorithms.

As a first approach, we consider the algorithm to be composed of a succession of episodes during
which a policy with a well-defined average reward is followed. Under this assumption, given a
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communicating MDP M and a satisfaction level o, we can define the number of unsatisfying steps
using the algorithm A after ¢ steps as

TY (A, M, 0,t) .= [{t'|t’ <t Ap(rd, M, s,) > o}

where 73 is the policy played by the algorithm A at step t.
We denote the gap between the average reward of a policy m and the satisfaction level o as

Ar :=max(o — p(m, M, 5))

3.2 The Deterministic Case

The algorithm UCRL2 [Jaksch et all 2010] is a successful implementation of the paradigm of
optimism in the face of uncertainty and achieves near-optimal results regarding standard regret.
This algorithm can roughly be seen as a generalization of UCB1 [Auer et al., [2002]. The idea of
UCRL2 is to play a policy achieving the highest reward among a set of plausible MDPs instead of
the action with the highest reward among a set a plausible MAB instances as it was the case with
UCB1. We want to perform a similar adaptation in order to design an algorithm for satisficing in
MDPs.

One of the main difficulties with MDP compared to MAB is that both rewards and transition
probabilities are unknown and must be learned overtime. This added uncertainty makes the accurate
estimation of the average reward of a policy more challenging. Additionally, the structure of an
MDP can make the collection of specific samples harder since moving from a state to another is now
a random process, so the progression of the estimation accuracy of the probabilities and average
rewards may differ from the intended behavior. Indeed, some actions may be sampled exceedingly
often during the process of moving toward barely accessible states to sample promising but very
uncertain actions.

We first consider MDPs with deterministic transitions, meaning that for all states s and s’ and
all actions a we have p(s,a) € {0,1}. This case can be seen as a bridge between MAB and MDP.
Indeed, after an initial exploration all the transitions are known and every action is accessible easily
from any state. The average reward estimates only depend on the estimated rewards of each action
since the structure of the MDP is known perfectly.

We propose a policy designed as an extension of Algorithm [I] for the realizable case. In the
algorithm, M, is the estimated MDP at the beginning of episode k and pg(m, s) is the average reward
of a policy 7 in M}, and si, is the current state at the beginning of the episode k. The computation
and update of these values are omitted for the sake of simplicity and readability.
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Algorithm 4

Input: S, A and the satisfaction level o.
While 3(s,a) € § x A such that N(s,a) =0 and s is accessible from the current state do:

1. Follow the shortest path from the current state to s.

2. Play action a

3. Update the shortest paths between each pair of state in the multi-graph associated to
the currently discovered MDP

For episodes k =1,2,... do

4. Compute the optimal policy m; of the estimated MDP M} and its average reward
pk(wk,sk) in Mk
5. If pp(mr) = o then use 7, on M for S steps.

6. Else Sample at least once the rewards associated to each action of each state by following
the shortest path from the current state to the next action to be sampled.

Theorem 5. Let M be a communicating MDP with deterministic transition with 1-subgaussian
rewards and o a satisfaction level. If o > max, s p(m,s) then Algorithm satisfies for all K > 1

2S5 A 2
E(TY (As, M, 0,1)) < S?A [1 + 22 AZ] ,

*

(15)

where Ay = ming.a_so Ar is the gap between the satisfaction level and the average reward of the
best unsatisfying policy and A, = min, A, is the gap between the satisfaction level and the average
reward of the optimal policy.

While it may be possible to already obtain a finite bound for the number of unsatisfying steps by
adapting the analysis of Algorithm [I] the final results would not really be satisfying. Indeed, such an
analogy considers each policy as an individual arm, so the corresponding MAB would have A° arms.
As a sum over all the arms, the derived satisficing regret bound would be largely overestimated.
Intuitively, not all the policies need to be explored as a lot of actions are in common, so the samples
obtained by following one policy can be used to improve the estimated rewards of other policies.
An implementation of this idea is used in the proof to evaluate the improvement of the estimated
reward of individual actions while following unsatisfying policies.

Remark. Since we consider MDP with deterministic transitions, we can compute the optimal
policy by reducing the problem to finding a cycle with maximum average weight in a directed graph
which can be computed using Karp’s maximum mean cycle algorithm [Karp, [1978]. The algorithm
also works using value iteration, which returns an e-optimal policy for My, as long as we sufficiently
increase the accuracy overtime.

3.3 Toward the General Case

In order to generalize the previous algorithm to communicating MDP the estimation errors due
to the uncertainty of the transition probabilities has to be taken into account. Previous works
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introduce the notion of MDP approximation |[Ortner et al [2014] which allows to bound the average
reward estimation error using the local error bounds on the rewards and probabilities. However,
this bound depends on the highest local error, thus requires to sample every action sufficiently many
times, leading to high regret. A different approach may be needed in a satisficing setting in order to
avoid too much exploration when we already discovered promising policies.

Furthermore, exploration becomes more challenging since given a state and chosen action, the
next state is uncertain. An efficient method to explore an unknown MDP is by using GOSPRL
algorithm |Tarbouriech et al.| [2021]. This algorithm walks through the MDP in order to fulfil a
sampling goal efficiently. This goal can be set in order to obtain an MDP approximation of a given
precision or to explore a subset of the MDP in a focused manner. The alternative and probably
preferred way to explore is by following a policy similar to UCRL2 |Jaksch et al., 2010]. This may
allow achieving near optimal regret bounds in the not realizable case, unlike the more uniform
exploration based on GOSPRL.

We have found these two approaches promising to design a satisficing algorithm in a more general
MDP setting, and we believe that more research along these lines may prove successful in achieving
and analysing such algorithm.

4 Conclusion

While the particular case of Markov decision process presented in this study may seem quite limited,
we hope it can give some insights for the analysis of the general case. It is already clear that defining
a proper metric to evaluate the notion of satisficing is not quite simple. More work on a definition
reflecting the intuitive notion of satisficing would benefit both the MAB and the MDP settings.

Also for the MAB setting itself, further improvements are possible. While we were happy to
compete mainly with UCBL1 in the non-realizable case, we are sure that suitable modifications
of Algorithm [3] would give improved experimental performance while keeping logarithmic regret
bounds.

A lesson to take from the MAB setting is that the savings from considering a satisficing instead
of an optimizing objective —at least with respect to regret— is not that there are arms that need no
exploration at all. Rather in the worst case (as always considered by notions of regret) one still has
to explore all arms, however the amount of necessary exploration is now constant and independent
of the horizon. It is an interesting question whether there may be alternative criteria that could be
considered which are more in accordance with the intuition that with a satisficing objective one can
(in the best case) limit the exploration to a small part of the policy space. After all, when the first
arm sampled by the learner is already satisficing, there may be no need of further exploration at all.
Accordingly, it seems difficult to obtain any nontrivial lower bounds on the satisficing regret.

Even if concrete applications have yet to be found, we believe that the ‘satisficing’ framework
may prove useful in constrained environments in which resources such as time and computing power
should be limited. This approach follows the same idea as budgeted learning which aims at finding
methods to optimize the learning of the agent given the resources available instead of just considering
the end result after enough training. Both these objectives are alternatives to the current trend of
using more and more computing power and very complex models to train artificial agents, at the
cost of a very high economic and ecological impact.
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Appendices

A Proof of Theorem 2|

As in the proof of Theorem |l| we aim at a bound on E(n;(T)) = EZ;I P(A; = i) for each non-
satisficing arm . First, we decompose the event {A; =i} as

{Ay =i} C{t =i} U{A =i, [u(t) {Ay =i, u(t) < S—5,t>K} (16)

For the first two events we have

T
Y Pt=i)<1 (17)

and

T
> P{A =i u(t) > S -

For the probability of the third event in we have
P(A =i, ju(t) < ) <P(4 =i, u(t) <5 - 5, 2)

(pz-tll{m <S- A;S,Zt})

< :
S (A9

ey <5- %.2)
E(¢ |S ﬂ* |)p*t]l{/iz \S—A;,Zt})
1 N
< @E(¢(|S - N*(t)Dp*,t]l{Zt})
1
< LB - ) 1A = % Z}).
PEJRA )
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Summing up the expectation value over all ¢ yields

T

STE(W(S — () 1{A; = *, Z:}) <

t=1

n=17%(0)

noting that, since ¢ is increasing, for x < ¥(0) the inequality (S — flurn)L{ftsn < S} > z is
equivalent to 1{ft. , < S} = 1, while for > ¢(0) it is equivalent to ¥(S — fi. ) > x. Further, note
that if > ¢(00) = limy_,» ¥(y) then the integrand is equal to 0.

We continue with the analysis of the same term and obtain

T

Y E@(S = i (®)) 1{As = %, Ze}) < D (0) P(fun < 5)

+Z/O exp( — 7n(IA52I+u)2)w/(u) du

o T s 2
- 2¢(0) Jr/ S exp( nUAL ) () du
* 0 n=1
2¢(0) A (D)
—arror du
+A (AR [+u) u

e 2z —1
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Finally, by putting everything together, we obtain

R = Y E(n(T))A]

i:Af>0
8 A 2¢(0) o 9y (x)
) AiS"""Z( +/ .dx)>,
i:AZ?;O ( AF (B \(AD)? Ty Ut
which completes the proof. .

B Proof of Theorem [5

Tk is the number of steps during which we play an unsatisfying policy during the K first episodes
of a run of Algorithm [4] Notice that (Tk)ken is a subsequence of the non-decreasing sequence
(TY (A4, M, 0,t)ten, so upper bounding the limit of one implies the same result on the other.

By considering that the exploration episodes are not satisfying we can write the following upper
bound for Tk

K K

Tk < Lo+ Z]l(pk(ﬂk,sk) >0 /\p(’/Tk,Sk) < J)Lk =+ Z]l(pk(ﬂ'k,sk) < O’)Lk
k=1 k=1

The main observation that makes the proof possible is that if the error between the estimated
average reward and the true average reward of a policy is superior to some € then there exist some
state and action such that the estimated reward error is also more than e. Indeed, in the case of
MDP with deterministic transitions, a deterministic and stationary policy induces a Markov Chain
with deterministic transitions. Since the transitions of the Markov chain are deterministic, the
average reward when starting from some state is exactly the average reward of one of the recurrent
classes of the Markov Chain. The recurrent classes of this type of chain are cycles, and their average
rewards are the unweighted average over the reward of their edges. Additionally, since for any
(u1,...,un) € R" and € € RT we have L 3", | up >e = 3k € [1,n],us > & we can deduce that an
error on the estimated average reward of the policy induces an error of at least the same amount
on one of the estimated rewards. In particular, there exists a reward with an approximation error
greater than ¢ among the edges originating from states of the recurrent classes in which the policy
leads to.

Now suppose we play a non-satisfying policy 7, at step k. This means that the average re-
ward of the policy is over-estimated by at least A, . The previous observation indicates that
there exists a reward overestimated by at least the same amount among the edges of and recurrent
component of the induced Markov Chain. Since we follow the policy for S steps, some state will
be visited twice. The transitions of the Markov chain being deterministic, this ensures that all the
state of the recurrent class have been visited. Hence, the following implications hold:

pe() 2 0 A p(me) <o = pr(mk) 2 p(mr) + Ax,
= 3(s,a) € S x A, ri(s,a) = r(s,a) + Ay, A Nk(s,a) > Niy_1(s,a)

where r(s,a) is the estimated average reward at step k for the state s and the action a, and r(s, a)
is the true expected reward for the couple (s, a).
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We will write 7,,(s, a) for the empirical average reward for using action a from state s, obtained by
averaging the n first samples, and Ay = ming.a_>o0 Ar. The previous implication allows bounding
the first sum :

K

K
> Wpr(me,sk) = 0 Ap(m,si) < o)Ly =S > Lpk(ma, sx) = 0 A p(, ) < 0)
k=1 k=1

K
< SZIL(H(S,@) €S x Arp(s,a) 2 r(s,a) + Ar,
A Ng(s,a) > Ni_1(s,a))

K
< SZ Z 1(ri(s,a) = r(s,a) + Ay, A Ni(s,a) > Ni_1(s,a))

K

K
Z}P’(pk(ﬂk,sk) >0 Ap(rg,sk) <o)Ly =S5 Z Z]P’(rk(s,a) > r(s,a) + Ax, A Ng(s,a) > Ni_1(s,a))
k=1 (s,a)eSxAk=1

K
<S D> D A(Fa(s,a) = r(s,a) + Ar,)

(s,a)eSx An=1

K
<8 Z Z 1(7n(s,a) = r(s,a) + Ay)

(s,a)eSx An=1

In the case in which pg (7, sp) < o and since we chose 7 to be the policy with the maximal
average reward on the estimated MDP M, we have in particular that pg (7., sg) < o. Similarly to
the previous case, the average reward of the optimal policy is underestimated by at least A* so
there exists an underestimated reward by at least the same amount. In this particular case, we
chose to resample each actions of each state so the underestimated action will be played at least
once. As the MDP is communicating and the transitions are known at this point of the algorithm,
we can bound the number of steps by S?A.
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K K
Z]l ok (T, 8k) < o)Ly < SQAZ]l(pk(wk,sk) < 0 A pg(Ts, 81) < 0)
k=1 k=1

S2AZ]I (s,a) € S x A ri(s,a) <r(s,a) — |Ax A Ni(s,a) > Ni_1(s,a))

< SQAZ Z 1(re(s,a) < r(s,a) — |Ag| A Ng(s,a) > Ni_1(s,a))
k=1 (s,a)eSxA

K

ZP(pk(ﬂk,sk) SQAZ Z P(rg(s,a) < r(s,a) — |A«| A Nik(s,a) > Ni_1(s,a))

k=1 k=1 (s,a)eSxA

K
<SPA D> D P(ra(s,a) <r(s,a) — |AL])

(s,a)eSxAn=1

Finally, assuming the reward distributions are 1-subgaussians, we can deduce a bound on the
expectancy of T from Chernoff inequalities.

K K
E(Ty) < S?A+ S Z ZIP’(Fk(s?a) > r(s,a) + Ay, ) + S?A Z ZP(?;C(S, a) < r(s,a) — Ayl

(s,a)eESx A k=1 (s,a)eSx A k=1

<SPA+S ) iexp( >+52A > Zexp<

(s, a)ESXAkfl (s,a)eSx A k=1

2 2 342
SA+SAA—2+SA N

*
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